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 Data is an important commodity in today’s digital era. Therefore, data needs 

to get adequate security to prevent misuse. A common data security practice 

in the transmission of information is cryptography. Another approach is 

steganography, which hides secret messages in other media that are not 

confidential and can be accessed by the public. In this study, the spiral 

pattern is used for data placement using the least significant bit (LSB) 

method. Modifications were made to the 2-bits LSB to increase the data 

capacity that can be hidden. In order to increase security, the data is first 

converted into a datastream using random numbers as one time pad (OTP). 

exclusive-OR (XOR) operation is performed on datastream and OTP to get 

encrypted data to be hidden. The results showed that the image quality of the 

steganography results at a capacity close to 100% was still fairly good, as 

indicated by a peak signal-to-noise ratio (PSNR) value greater than 46 dB. 

Visually, the steganographic image does not look different from the original 

one. Likewise, the use of random numbers as OTP succeeded in changing 

the hidden data significantly, as indicated by the avalanche effect value 

above 50%. 
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1. INTRODUCTION 

The internet has become a staple in today’s modern life. Various types of data are transmitted over the 

internet. Starting from unimportant data, hoax content to important and confidential information traveling on the 

internet all the time. Depending on the purpose and point of view of its users, the existence of the internet can be 

used for positive and beneficial things, and can also be used to do negative and harmful things. 

Data security is an important issue in internet use. Data security can be interpreted as security from 

unauthorized users, security to maintain the authenticity of information, or security for other purposes. 

Methods that are widely used for securing data and information include cryptography and steganography. 

Cryptography is the process of changing or encoding information so that only the intended recipient of the 

message can read or know the information. Cryptography can also be interpreted as a method of protecting 

information and communications through the use of (secret) codes, so that only those who are intended to 

receive the information able to read and process them. 

Steganography is another approach that can be used for data security [1]. In steganography, 

information is hidden in other media that are not confidential. The information is camouflaged in other media 

while keeping the media relatively unchanged so that only the intended person is aware of or knows the 

existence of the confidential information. 

https://creativecommons.org/licenses/by-sa/4.0/
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Steganography can be defined as an attempt to hide multimedia data (text, image, audio, video or 

files) into other media of the same or different type but with a larger size [2]. The methods used include least 

significant bit (LSB) [3]–[5], discrete wavelet transform [6], [7], pixel value differencing [8], [9], spread 

spectrum [10], [11], invertible neural network [12], as well as other new methods based on deep learning. 

The LSB method have some variation in its implementation such as k-LSB [13] and LSB matching  

revisit [14]. 

The LSB method is one of the most widely used and researched methods. One of the reasons is that 

LSB is a simple method and easy to implement. For the purpose of increasing data security, this method is 

often combined with cryptographic techniques [15] exclusive-OR (XOR) gate [16], [17], or XNOR gate [18]. 

The use of pixel reading patterns such as dual layer LSB-matching [19], adaptive pattern [20], or odd-even 

patterns [2] aims to complicate steganalysis efforts. 

Many studies on steganography have focused on imperceptible criteria and steganographic image 

quality, but not a few have attempted to increase the capacity of hidden data [5], [9], [12], [21], [22].  

This large storage capacity still strives for steganographic image results to remain in good quality. Also, 

keeping the file size in the storage does not experience a significant increase. 

This study uses steganography to hide secret messages encrypted with the one time pad (OTP) 

approach [16], [17], [23] using random numbers. Data hiding is conducted by modifying the 2-bit of LSB and 

using a spiral pattern in its placement. The use of 2-bits aims to increase the amount of information that can 

be hidden while maintaining the quality of the steganographic image. Tests are carried out on steganography 

results that store the amount of data close to the maximum capacity the cover image can accommodate. 

 

 

2. RESEARCH METHOD 

The methods used in this research can be grouped into four parts. Namely the use of LSB to hide 

messages, spiral patterns in placing data into the cover, and implementing XOR operations to generate 

datastreams to be hidden in the cover. Each section also includes appropriate methods for testing research 

results. 

 

2.1.  Steganography uses LSB 

In contrast to encryption, where secret messages are secured by changing the message into a form 

that is different or unrecognizable from its original form. In steganography, secret messages are hidden in 

other media, so their existence is unrealized. Steganography implementation can be performed on various 

forms of data, including text, images, audio, or video. Several criteria often used to assess steganography 

results are imperceptible, fidelity, and recovery. Imperceptible, that is, the existence of a secret message 

cannot be sensed. It means that the stego-media that contains messages isn’t easy to distinguish from the 

original cover-media, visually or audio-visually. Fidelity means that the quality of the container media does 

not change significantly after hiding the message, and recovery means that hidden messages can be retrieved 

correctly. 

LSB is a widely used method of hiding messages in the cover. Hidden messages can be in the form 

of text, images, or other digital data, as well as the cover used as a place to hide the message. The general 

assumption that is widely used is that the size of the media used as cover is larger than the hidden message. 

For example, text is hidden in an image, or an image is hidden in audio or video. 

For example, the cover used is an image. Steganography with LSB is carried out by modifying the 

bits in the LSB part for each pixel contained in the cover. These LSB bits are modified by replacing them 

with the message bits we want to hide. Depending on the need, the number of bits replaced can vary from 1 

to 4. The fewer bits replaced, usually the image quality of the steganography results will be better, while the 

more bits replaced, the larger the message size that can be hidden. 

Suppose, the letter K with an ASCII value of 75 will be hidden in white pixels starting from the 20th 

to the 23rd pixel. Modifications are made to the last 2-bits of each pixel. Figure 1 illustrates the placement of 

each bit of the letter K into 4 pixels in the cover image. The first two bits of the letter K will be placed in the 

20th pixel, the next two bits will be placed in the 21st pixel, and so on, until all the message bits have been 

hidden. If the hidden data is two bits per pixel, each character in the message will require four pixels on the 

cover. 

 

𝑀𝑆𝐸 =  
1

𝑚×𝑛
∑ ∑ (𝑋𝑖𝑗 − 𝑋′

𝑖𝑗)
2𝑛

𝑗=0
𝑚
𝑖=0   (1) 

 

𝑃𝑁𝑆𝑅 =  10 log10
𝐼2

𝑀𝑆𝐸
  (2) 
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LSB, which modifies the last bits in the image pixels, visually looks the same as the original image. 

However, this method has drawbacks, including in terms of reliability. The LSB method is susceptible to 

filtering, scaling, rotation, and cropping processes, which can damage hidden messages. The image quality 

measurement of the steganography results is carried out using the peak signal-to-noise ratio (PSNR). Where 

to get the PSNR value, the mean squared error (MSE) value is first calculated. MSE is calculated using (1), 

and PNSR is calculated using (2). 

 

 

 
 

Figure 1. Illustration of hiding the letter K into 4 white pixels 

 

 

The Xij is the pixel intensity of the i-th row and j-th column of the cover-image, X’ij is the pixel 

intensity of the i-th row and j-th column of the stego-image, m and n are the number of the row and column 

of the cover-image, and I is the maximum pixel intensity. For an 8-bit image, I = 255. The greater the PSNR 

(the smaller the MSE), the better the quality of the stego-image. The expected PSNR value is higher or 

equivalent compared to previous studies [5], [13], [24], [25]. 

 

2.2.  Spiral pattern 

The spiral pattern data placement algorithm that will be built is data placement starting from the 

center point of the spiral towards the exit and moving away from the spiral point in a clockwise direction. 

What is considered the midpoint or center point is the position of the element in the middle of the array.  

A representation of filling an array with a spiral pattern is shown in Figures 2 and 3. The position of the 

center point of the spiral will relatively adjust to the shape and size of the array. Figures 2(a) and 3(a) are 5×5 

square arrays, Figures 2(b) and 3(b) are 5×8 landscape arrays, and Figures 2(c) and 3(c) are 8×6 portrait 

arrays. These differences in size and shape are aimed at showing the square’s position filled using a spiral 

pattern according to the size of the given array. The difference between Figures 2 and 3 lies in the direction 

outward from the center point of the spiral. The initial direction of Figure 2 is rightward, while Figure 3 is 

downward, then moves spirally in a clockwise direction. 

 

 

  

 
(a) (b) (c) 

 

Figure 2. Rigthward array filling with a spiral pattern: (a) 5×5 array, (b) 5×8 array, and (c) 8×6 array 

 

 

The value 0 in the middle of the array is the center point of the spiral, while the value 0 on the 

outside is the part of the array that is not filled or whose value has not changed. The direction of filling the 

array follows the increase in the value filled in for each element, starting from 0, 1, 2, 3, 4, and so on.  

Letter  K  in bits

0 1 0 0 1 0 0 1

The black part of each pixel is the modified bits

20th pixel 21st pixel

1 1 1 1 1 1 0 1 1 1 1 1 1 1 0 0

22th pixel 23rd pixel

1 1 1 1 1 1 1 0 1 1 1 1 1 1 0 1
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The filling direction refers to the first direction when exiting the center point, namely to the right, left, up, or 

down. At the same time, the part of the array filled with data is part of the array in the square shape with an 

odd size. This odd size is the maximum length in an odd number that can form a square within the given 

array. The center point of the spiral [x, y] is obtained from the integer division of the array height and array 

width by 2. If the height or width of the array is even, then the result of the division is subtracted by 1 to get 

the center point. Following this approach, Algorithm 1 shows how to determine the square size in the image 

to be filled. Determination of the center point of the spiral and how to change the X and Y values as the 

coordinates of the array whose data will be modified. 

 

 

  
 

(a) (b) (c) 

 

Figure 3. Downward array filling with a spiral pattern: (a) square shape, (b) landscape shape, and  

(c) portrait shape 

 

 

2.3.  Formation of datastream using random numbers 

Datastream usually refers to the formation of data in the process of sending or receiving data through 

certain communication channels. The original data is converted into data packets of a certain size and then sent 

continuously. The formation of these packets sometimes also involves an encryption process for the purpose of 

securing the transmitted data. The encryption used can use a block cipher or stream cipher approach. 

In this study, datastreams were formed using the XOR operation by utilizing random numbers 

generated using a pseudo random number generator (PRNG). Encrypted data is obtained from the results of 

the XOR operation between plaintext and random numbers. In contrast, the decryption results are generated 

from XOR operations between ciphertext and random numbers. The number of random numbers taken is as 

many as the characters in the plaintext. For example, the message’s contents to be encrypted is “cloud” while 

the random numbers between 0 and 255 obtained from the PNRG are [56, 103, 30, 67, 200], an illustration of 

the encryption and decryption operations shown in Figure 4. 
 

 

 
 

Figure 4. Illustration of XOR operation for encryption and decryption 

Encryption

Plaintext C l o u d

ASCII 67 108 111 117 100

Rnd numbers 56 103 30 67 200

Plaintext (bit) 01000011 01101100 01101111 01110101 01100100

Rnd number (bit) 00111000 01100111 00011110 01000011 11001000

XOR (bit) 01111011 00001011 01110001 00110110 10101100

ASCII 123 11 113 54 172

Ciphertext {  q 6 ¬

Decryption

Ciphertext {  q 6 ¬

ASCII 123 11 113 54 172

Rnd numbers 56 103 30 67 200

Ciphertext (bit) 01111011 00001011 01110001 00110110 10101100

Rnd number (bit) 00111000 01100111 00011110 01000011 11001000

XOR (bit) 01000011 01101100 01101111 01110101 01100100

ASCII 67 108 111 117 100

Decyption result C l o u d
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Algorithm 1. Spiral pattern 
Input: array, direction 

Output: array 

1 Function spiralFill(array, direction) 

2     row, column  get array size 

3     size  MIN(row, column) 

4  

5     #center point determination 

6     if size % 2 == 0: 

7         size  size - 1 

8  

9     if column % 2== 0: 

10         left = right = Y  INT(column / 

2) -1 

11     else: 

12         left = right = Y  INT(column / 

2) 

13      

14     if row % 2==0: 

15         top = bottom = X  INT(row / 2) 

-1 

16     else: 

17         top = bottom = X  INT(row / 2) 

18  

19     #data placement with spiral pattern 

20     rightward, leftward, upward, 

downward  0, 1, 2, 3 

21      

22     for i in range(size^2): 

23         array[X, Y]  modify pixel 

value 

24          

25         if direction == rightward and Y 

< right: 

26             Y  Y + 1 

27         else if direction == rightward 

and Y == right: 

28             Y  Y + 1 

29             right  Y 

30             direction  downward 

31         else if direction == rightward 

and Y > right: 

32             X  X + 1 

33             right  Y 

34             direction  downward 

35         else if direction == downward 

and X < bottom: 

36             X  X + 1 

37         else if direction == downward 

and X == bottom: 

38             X  X + 1 

39             bottom  X 

40             direction  leftward 

41         else if direction == leftward 

and Y > left-1: 

42             Y  Y - 1 

43         else if direction == leftward 

and Y == left-1: 

44             X  X - 1 

45             direction  upward 

46             left  Y 

47         else if direction == upward and 

X > top-1: 

48             X  X - 1 

49         else if direction == upward and 

X == top-1: 

50             Y  Y + 1 

51             direction  rightward 

52             top  X 

53     endfor  

54  

55 return array 

 

 

The use of random numbers between 0 and 255 aims to match ASCII values accordingly. The result of 

encryption is obtained from the XOR operation between the plaintext and the random number. At the same time, 

the result of decryption is obtained from the XOR operation between the ciphertext and the random number. 

The PNRG used to get random numbers is activated using a certain seed value obtained from the 

entered encryption key. The seed is calculated by adding up the ASCII value of each key character multiplied 

by the square of its respective position. Suppose the given key is “ab12”. The ASCII values for each 

character in the key are 97, 98, 49, and 50, respectively. Then the seed value obtained from the key is  

((97× (1^2)) + (98× (2^2)) + (49× (3^2)) + (50× (4^2))) is 1,730. This method of determining the seed aims 

to obtain a different seed value if the given key has the same character, but has a different order. So “12ab” 

will produce a value of 2690, and “a1b2” will produce a value of 1975. 

The formation of a datastream or, in this case, the encrypted text is shown in Algorithm 2. As input 

is plaintext (in the encryption process) or ciphertext (in the decryption process) and the seed value for 

random generation. The XOR operation is performed on the ASCII value of each character with the 

generated random number. The generated random values are in the range 0 to 255. 

 

Algorithm 2. The formation of datastream 
Input: plaintext, seed_number 

Output: ciphertext 

1 Function streamData(plaintext, seed) 

2  Activate random seed 

3  cipherteks ”” 

4  for character in plaintext 

5   nchr   ASC( character ) 

6   nrand  get random number (8 bit) 

7   cchr  CHAR(nchr  nrand) 

8   cipherteks  cipherteks + cchr 

9  end for 

10 return ciphertext 
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To know the magnitude of the change in the result of the encryption from the original text is 

measured using the avalanche effect (AE). The AE value indicates how significant the changes in the 

ciphertext are due to small changes in both the message and the key. Small changes are meant, for example, 

if one-character changes or two characters exchange their positions. AE is calculated using (3). AE is 

considered good if the occurring bit changes is greater than 45% [26]. The more bits that change indicate that 

the encryption algorithm is more difficult to solve. 

 

𝐴𝐸 =
𝐶ℎ𝑎𝑛𝑔𝑒𝑑 𝑛𝑢𝑚𝑏𝑒𝑟 𝑜𝑓 𝑏𝑖𝑡𝑠

𝑇ℎ𝑒 𝑛𝑢𝑚𝑏𝑒𝑟 𝑜𝑓 𝑐𝑖𝑝ℎ𝑒𝑟𝑡𝑒𝑥𝑡 𝑏𝑖𝑡𝑠
× 100% (3) 

 

In addition to measuring the magnitude of changes resulting from the encryption process,  

the influence of the plaintext on the encryption results is also assessed. The correlation coefficient is used to 

measure this relationship. A correlation value close to zero indicates that the original message does not affect 

the encryption results. 

 

2.4.  Implementation of datastream hiding with spiral pattern 

Hiding encrypted messages is carried out following the flow in Figure 5 using the LSB method by 

replacing the last two bits of each modified pixel. This 2-bit LSB modification aims to increase the message 

storage capacity. Thus, every single character that is hidden will require four pixels as a placeholder.  

The process of hiding messages can only be done if the cover capacity is sufficient to accommodate the entire 

contents of the message. The message length is stored as a 16-bit integer. It is hidden first, then followed by 

the entire message content. 

 

 

Start

Read cover 
image

Read 
message

Calculate message 
length

Message less 
then capacity

Encrypt( 
message, seed)

LSB with spiral 
pattern

Stego-
image

False

A

A

Calculate cover 
capacity

Calculate seed 
number

Determine the 
rotation direction of 

the spiral

Input 
encryption 

key

End
 

 

Figure 5. Steganography implementation with a spiral pattern 

 

 

The encryption key entered determines the seed value the PNRG will later use to retrieve random 

numbers as many as the number of characters in the message. In simple terms, this seed value acts as an OTP so 

that each character is paired with a random number constantly changing in the XOR operation. Of course,  

the goal is that there are no repeated patterns to increase the security of the encryption results. 
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Using the same seed value, the direction of the spiral pattern is also randomly determined.  

The intended direction is the exit direction from the center point of the spiral to the left, right, up, or down to 

rotate clockwise. Message hiding starts from the center coordinates of the spiral in the randomly selected 

direction. The first eight pixels are used to store the length of the message and continue with the message’s 

contents starting at the 9th pixel. Thus, the maximum possible message length stored in the cover is the 

maximum capacity minus two. 

 

 

3. RESULTS AND DISCUSSION 

The grayscale images used as covers are lena, peppers, and mandril with a size of 256×256, and a 

boat and barbara with a size of 256×375. These five images use the PNG format and have the same message 

storage capacity, which is 16,384 characters. The message text that will be hidden is taken from the prologue 

of Eragon’s novel at https://www.allfreenovel.com/Page/Story/13817/page-1-of-Eragon(the-inheritance-

cycle-1)/1/50. The text is taken except for the last paragraph. The text comprises 2,806 words, or 15,826 

characters (including spaces and control characters). It is equivalent to 5 pages of A4 single-spaced text.  

The size of the hidden text is close to the maximum capacity of the five cover images, which is close to 

96.59% of the capacity. 

For the purpose of hiding messages in the cover, the key used for datastream formation is “abc123”. 

It is a weak key which returns 5,250 as the seed value. The cover image and the result of steganography are 

shown in Figure 6, while the test results are shown in Tables 1 and 2. 

 

 
Cover images: 

     
 
Steganographic images: 

     

 

Figure 6. Cover images and steganographic images (lena, peppers, mandril, boat, and barbara) 

 

 

The test results show that visually the steganographic image looks similar to the cover image.  

This can be interpreted that the imperceptible criteria, namely the existence of a secret message that cannot 

be perceived visually, can be fulfilled. Likewise, the fidelity criterion, which states that the image quality 

after adding the message does not experience a significant change, can be fulfilled. This is supported by 

PSNR values which are in the range of 46 dB. This PSNR value is much higher than the results obtained by 

[13], [24], which obtained PSNR values in the range of 30 dB, lesser than [18] which obtained PSNR value 

between 40 and 54 and [21] which obtained PSNR nearly 50, and is in line with [5], [25] where 

steganographic images for near-maximum capacity are considered to still have good quality at the PSNR 

value is above 40 dB. The PSNR values for the boat and barbara images tend to be higher than the other three 

images because there are quite a number of pixels outside the spiral pattern square area, so the intensity 

values do not change. 

The physical size (in bytes) of the image also changes. This slight size change is in line with [16]; 

there is a slight increase in the stego-image compared to its original cover. This size change varies between 

0.03% to 3.1%, depending on the characteristics of the image used as the cover. Table 2 also shows that the 

number of bit changes in the five images is in the range of 63000, or approximately 50% of the total  

hidden bits. With an AE value of 12%, it indicates that the overall image does not experience significant  

data changes. 

 



Int J Inf & Commun Technol  ISSN: 2252-8776  

 

One time pad for enhanced steganographic security using least significant bit with spiral … (Rihartanto) 

175 

 

Table 1. The test results of steganographic images 

Images 
Image size (byte) 

MSE PSNR 
original stego increase 

lena 44,412 45,130 1.6% 2.423  46.209  

peppers 41,910 43,195 3.1% 2.417  46.214  

mandril 51,835 51,979 0.3% 2.427  46.206  
boat 66,470 67,487 1.5% 1.650  47.044  

barbara  69,939 71,200 1.8% 1.650  47.044  
 

Table 2. Concealment test results with LSB 

Images 
Number of bits 

AE (%) 
hidden changed 

lena 126,608 63,868 12.182% 

Peppers 126,608 63,336 12.080% 

mandril 126,608 63,752 12.160% 
boat 126,608 63,484 8.266% 

barbara  126,608 63,388 8.254% 
 

 

 

In order to increase the security of hidden data, the message is first encrypted using OTP with the 

XOR operation, similar to [16], [17]. The Avalanche Effect is used to measure the results of encryption on 

small changes that occur in the key used. For testing purposes, the keys used are “abc123”, “acb123”, 

“abc127”, and “123cba”, respectively. The results of the encryption test are shown in Table 3. The test is 

carried out by comparing the original text with the encrypted text. 

 

 

Table 3. The encryption test results 
Keys Seed AE r 

abc123 5,250 50.01% 0.007 

acb123 5,245 50.15% 0.011 
abc127 5,394 50.21% 0.010 

123cba 8,234 50.08% 0.005 

 

 

Table 3 shows that the AE values for all keys used are greater than 50%. This proves that a slight 

change in the key gives a significant difference in the encryption results. The correlation coefficient value, 

which is very close to zero, indicates that the encryption results are not correlated or not affected by the 

encrypted text. In this study, the key is used to obtain a seed as an OTP in the datastream formation process 

and determines the direction of the spiral pattern. Without knowing the key used, attempts to extract 

messages will only result in meaningless strings of characters. This research was conducted under the 

assumption that the hidden data must be able to be extracted perfectly. It is the same with the encryption 

results, which must be returned to their original form exactly. Departing from this assumption, the recovery 

criteria and decryption performance are not specifically examined and tested. 

 

 

4. CONCLUSION 

The more LSB bits that are modified, the greater the capacity of the information that can be hidden 

in the image. Modification of the 2-bit LSB with data close to the maximum capacity is still capable of 

producing good quality steganographic images as indicated by PSNR values in the range of 46 dB. Likewise, 

using different random seeds as OTP consistently results in significant changes to the hidden text. Using OTP 

and spiral patterns to place the LSB bit can reduce the chance of hacking data hidden in the image. 
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